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Abstract
The increasing number of academic papers
poses significant challenges for researchers
to efficiently acquire key details. While re-
trieval augmented generation (RAG) shows
great promise in large language model (LLM)
based automated question answering, previ-
ous works often isolate neural and symbolic
retrieval despite their complementary strengths.
Moreover, conventional single-view chunk-
ing neglects the rich structure and layout of
PDFs, e.g., sections and tables. In this work,
we propose NeuSym-RAG, a hybrid neural
symbolic retrieval framework which combines
both paradigms in an interactive process. By
leveraging multi-view chunking and schema-
based parsing, NeuSym-RAG organizes semi-
structured PDF content into both the rela-
tional database and vectorstore, enabling LLM
agents to iteratively gather context until suf-
ficient to generate answers. Experiments on
three full PDF-based QA datasets, including a
self-annotated one AIRQA-REAL, show that
NeuSym-RAG stably defeats both the vector-
based RAG and various structured baselines,
highlighting its capacity to unify both retrieval
schemes and utilize multiple views.

1 Introduction

With the exponential growth in academic papers,
large language model (LLM) based question an-
swering (QA) systems show great potential to
help researchers extract key details from emerging
studies. However, individual PDFs often exceed
prompt limits, and user queries may span multiple
documents. To tackle these challenges, retrieval-
augmented generation (RAG, Huang and Huang,
2024) is effective for knowledge-intensive QA.

Despite its wide application, the classic neural
retrieval (Guu et al., 2020) often fails when han-
dling precise queries involving mathematical oper-
ations, comparisons, or aggregations. For example,

∗Equal contribution.
†The corresponding authors are Lu Chen and Kai Yu.
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Figure 1: Motivation of the proposed NeuSym-RAG.
(Upper) Two paradigms of retrieval strategies. (Bottom)
PDF documents can be split based on different granular-
ities and they contain many paratextual elements.

in the top-left of Figure 1, the total number of ta-
bles cannot be determined through retrieved chunks
as they are scattered across the document. On the
other hand, symbolic retrieval such as TAG (Biswal
et al., 2024) relies on semantic parsing (Berant
et al., 2013) techniques, e.g., text-to-SQL (Li et al.,
2024b), to directly extract the target information
from the structured database. Unfortunately, such
precise queries often break down in semantic fuzzy
matching or morphological variations, e.g., “graph-
based RAG” versus “GraphRAG”. Previous litera-
ture investigates these two paradigms in isolation.

Furthermore, the most widely utilized scheme
to segment documents into chunks is based on a
fixed length of consecutive tokens, possibly consid-
ering sentence boundaries or more delicate granu-
larities (Yang, 2023). However, for semi-structured
PDF documents of research papers, this common
practice neglects the intrinsic structure of sections
and the salient features of paratextual tables and
figures (illustrated at the bottom of Figure 1). The
distinct layout of PDF files offers a more structured
view towards segmenting and arranging content.

To this end, we propose a hybrid Neural
Symbolic retrieval framework (NeuSym-RAG) for
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PDF-based question answering, which combines
both retrieval paradigms into an interactive pro-
cedure. During pre-processing, the PDF file of
each paper is fed into a pipeline of parsing func-
tions (§ 2.2) to complete the metadata, segment raw
texts based on different views, and extract various
embedded paratextual elements (e.g., tables and
figures). These identified elements are populated
into a relational database, specifically designed for
semi-structured PDF. Then, we select encodable
column values from the populated database for stor-
age into the vectorstore (§ 2.3). These cell values
present diverse views in interpreting PDF content.
Moreover, the database schema graph is leveraged
to organize the vectors into a well-formed struc-
ture. To answer the user question, LLM agents can
adaptively predict executable actions (§ 2.4.1) to
retrieve desired information from either backend
environment (database or vectorstore) in a multi-
round fashion. This agentic retrieval terminates
when the collected information suffices to answer
the input question, in which case LLM agent will
predict a terminal “GENERATEANSWER” action.

To validate NeuSym-RAG, we convert and an-
notate three full PDF-based academic QA datasets,
including a self-curated one AIRQA-REAL with
553 samples and 18 instance-specific evaluation
metrics (§ 3.1). Experiments on both closed- and
open-source LLMs demonstrate that it remarkably
outperforms the classic neural RAG (17.3% points
on AIRQA-REAL) and various structured meth-
ods like HybridRAG (Sarmah et al., 2024) and
GraphRAG (Edge et al., 2024). The ablation study
highlights: 1) the positive impact of model size in-
crease on agentic retrieval, 2) the superiority of inte-
grating multiple chunking perspectives, and 3) the
low sensitivity to LLM choice for pre-processing
and high sensitivity for subjective evaluation.

To sum up, our contributions are three-fold:

• We are the first to integrate both vector-based
neural retrieval and SQL-based symbolic re-
trieval into a unified and interactive NeuSym-
RAG framework through executable actions.

• We incorporate multiple views for parsing and
vectorizing PDF documents, and adopt a struc-
tured database schema to systematically orga-
nize both text tokens and encoded vectors.

• Experiments on three realistic full PDF-based
QA datasets w.r.t. academic research validate

the superiority of NeuSym-RAG over various
neural and symbolic baselines.

2 Framework of NeuSym-RAG

This section presents the complete framework of
NeuSym-RAG, comprising three stages (Figure 2).

2.1 The Overall Procedure

To answer user questions about a semi-structured
PDF file, the entire workflow proceeds as follows:

1) Parsing: Firstly, we pass the raw PDF file into a
pipeline of functions to segment it in multi-view,
extract non-textual elements, and store them in
a schema-constrained database (DB).

2) Encoding: Next, we identify those encodable
columns in the DB, and utilize embedding mod-
els for different modalities to obtain and insert
vectors of cell values into the vectorstore (VS).

3) Interaction: Finally, we build an iterative Q&A
agent which can predict executable actions to re-
trieve context from the backend environment (ei-
ther DB or VS) and answer the input question.

2.2 Multiview Document Parsing

At this stage, for each incoming PDF file, we
aim to parse it with different perspectives into
a relational database DuckDB (Mühleisen and
Raasveldt, 2024). The pipeline of parsing func-
tions includes (in the top middle of Figure 2): 1)
Querying scholar APIs (e.g., arxiv) to obtain the
metadata such as the authors and published confer-
ence, such that we can support metadata-based fil-
tering (Poliakov and Shvai, 2024) during retrieval.
2) Splitting the text based on different granularities
with tool PyMuPDF (Artifex Software, 2023), e.g.,
pages, sections, and fixed-length continuous tokens.
3) Leveraging OCR models to extract non-textual
elements (we choose the tool MinerU, Wang et al.,
2024a). 4) Asking large language models (LLMs)
or vision language models (VLMs) to generate con-
cise summaries of the parsed texts, tables, and im-
ages (Xu et al., 2023). The retrieved metadata,
parsed elements and predicted summaries will all
be populated into the symbolic DB. We handcraft
the DB schema in advance, which is carefully de-
signed and universal for PDF documents (see the
middle part of Figure 2 or App. E for visualization).
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[T]: I have found equations that seem to be right.
[A]: GenerateAnswer:
• answer = [

'\alpha_k = \frac{\cos(h_t, h_o[k])}{\sum_{j=1}^K\cos(h_t, h_o[j])}',
'\beta = FC_{\beta}(\overline{h}_o) = FC_{\beta}(\sum_{k=1}^K \alpha_k h_o[k])',
'\gamma = tanh(FC_{\gamma}(h_i))'

]

Iterative
Agent
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Document
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Vector
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metadata acquisition OCR for non-textual elementsmultiview chunking

1

How to calculate three important parameters 
that appear in the second part of Figure 2?

[T]: I'll first retrieve image details from the DB.
[A]: RetrieveFromDatabase:
• sql = “select image_id, bounding_box, page_number

from images where image_caption like '%Figure 2%'
and paper_id = '8712603a-e96c-5537-be18-651b29dedfb8' ”

vectorstore

[T]: I will now view the image on that page.
[A]: ViewImage:
• paper_id = '8712603a-e96c-5537-be18-651b29dedfb8'
• page_number = 5
• bounding_box = [69.0, 68.0, 527.0, 262.0]

[O]:database

[T]: I need to refine my approach and specifically 
look for equation content on that page.
[A]: RetrieveFromVectorstore:
• query = 'formulas for three parameters in the second part of Figure 2'
• collection = 'all-MiniLM-L6-v2', table_name = 'equations', column_name = 'equation_content'
• filter = “paper_id == '8712603a-e96c-5537-be18-651b29dedfb8' ”, limit = 5

[O]:

[O]:

2

3

1

2

3

textscoreid
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tldr, tags LLMs/VLMs

Image Embeddings

image summary
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Figure 2: Overview of the NeuSym-RAG framework. The demonstration example comes from a real and simplified
case in our labeled dataset (§ 3.1). “[T]”, “[A]”, and “[O]” represent thought, action and observation, respectively.

2.3 Multimodal Vector Encoding

After the completion of the symbolic part, we
switch to the neural encoding of parsed elements.
Firstly, we label each column in the DB schema
as “encodable” or not. For text modality, we mark
those columns of data type “varchar” as encod-
able whose cell values are relatively long (e.g., col-
umn “pages.page_summary” in Figure 3); while
for images, the “bounding_box” columns which
record 4 coordinates of figures or tables are recog-
nized to extract the square region in the PDF. Next,
we resort to encoding models of both modalities to
vectorize text snippets or cropped images.

vectorstore

insert

text collection with
bge-large-en-v1.5

database

insert

image collection with
clip-vit-base-patch32

encodable columns

🔑 primary key

foreign key

parse

encode

encode
{

“vector”: [0.01, 0.21, ...],

“text”: “﻿With the number of papers ...”,

“table_name”: “pages”,

“column_name”: “page_summary”,

“primary_key”: “ae4e-f9e1-59e1”,

“paper_id”: “6bc3-d454-f5a2”,

“page_number”: 1

}

{

“vector”: [0.78, 0.11, ...],

“bbox”: [20, 32, 80, 127],

“table_name”: “images”,

“column_name”: “bounding_box”,

“primary_key”: “fe0e-df65-1827”,

“paper_id”: “6bc3-d454-f5a2”,

“page_number”: 5

}

Papers

Figure 3: Illustration of how to convert an encodable cell
value in the database to one data entry in the vectorstore.

To build a one-to-one mapping between each
cell value in the DB and neural vector in the VS,
we supplement each data point in the VS with its
corresponding table name, column name, and pri-

mary key value for that row in the DB. This triplet
can uniquely identify each value in the DB. Be-
sides, we add 2 extra fields, namely “paper_id”
and “page_number”, into the JSON dict to enable
metadata filtering. These data entries will be in-
serted into the VS, categorized into different collec-
tions based on the encoding model and modality 1.

Through the first two stages (§ 2.2 and § 2.3),
various chunking perspectives in the VS are intrin-
sically connected via a structured DB schema (vi-
sualized in Figure 11). Moreover, long-form texts
or visual bounding boxes in the DB are vectorized
into the VS to support fuzzy semantic matching.

2.4 Iterative Agent Interaction
Now that the database and vectorstore have been
populated, we can build an RAG agent which proac-
tively retrieves context from both the DB and VS.

2.4.1 Action Space Design
Firstly, we introduce the 5 parameterized actions
with arguments that agents can take during inter-
action, namely RETRIEVEFROMVECTORSTORE,
RETRIEVEFROMDATABASE, VIEWIMAGE, CAL-
CULATEEXPR, and GENERATEANSWER.

RETRIEVEFROMVECTORSTORE This action
converts the classic static retrieval into real-time

1We create 4 collections in the Milvus (Wang et al., 2021)
vectorstore: for text embeddings, we use BM25 (Robert-
son and Zaragoza, 2009), all-MiniLM-L6-v2 (Wang et al.,
2020), and bge-large-en-v1.5 (Xiao et al., 2023), while
clip-vit-base-patch32 (Radford et al., 2021) for images.
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dynamic retrieval. It has multiple arguments which
are adjustable (see Lst. 1), e.g., “query” encour-
ages LLMs to rewrite the user intention more
clearly (Ma et al., 2023), while “table_name” and
“column_name” request the agent to select an appro-
priate perspective for retrieval. During execution,
the environment will retrieve context concerning
“query” with specified constraints “filter” (e.g.,
page_number=1) from the VS and return the obser-
vation in a tabular format (see App. F.2.3).

1 RetrieveFromVectorstore(
2 # user input can be rephrased
3 query: str ,
4 # select encoding model/modality
5 collection_name: str ,
6 # (table_name , column_name) together

defines which view to search
7 table_name: str ,
8 column_name: str ,
9 # allow fine -grained meta filtering

10 filter: str = '',
11 limit: int = 5
12 )

Listing 1: RETRIEVEFROMVECTORSTORE action with
its parameters in function calling format.

RETRIEVEFROMDATABASE This action ac-
cepts a single parameter “sql”. It operates by exe-
cuting the provided SQL query against the prepared
DB and fetching the resulting table to the agent.
Similar to ToolSQL (Wang et al., 2024b), through
iterative symbolic retrieval, agents can predict dif-
ferent SQLs to explore the DB and exploit multiple
pre-parsed views on interpreting PDF content.

VIEWIMAGE To address potential PDF pars-
ing errors during the first stage (§ 2.2) and lever-
age features of more advanced VLMs, we devise
this action to extract a cropped region (defined by
“bounding_box”) in one PDF page and send the
base64 encoded image back to agents. Notably,
the concrete coordinates can be obtained through
retrieval from either the DB or VS during interac-
tion. This way, the agent will acquire the desired
image as observation and then reason based on it.

1 ViewImage(
2 paper_id: str ,
3 page_number: int ,
4 # 4-tuple of float numbers , if [],

return the image of entire page
5 bounding_box: List[float] = []
6 )

Listing 2: VIEWIMAGE action with its parameters in
function calling format.

CALCULATEEXPR Inspired by Xu et al. (2024),
we also include this action which accepts a Python
“expr” (e.g., 2 + 3 * 4) and returns the calculation
result. This simple integration stably reduces hallu-
cination w.r.t. math problems in our pilot study.

GENERATEANSWER This is the terminal action
that returns the final answer when agents determine
that the retrieved context suffices to resolve the
input question. The only parameter “answer” can
be of any type depending on the user requirement.
Refer to App. F.2.1 for formal action definitions.

2.4.2 Hybrid Neural Symbolic Retrieval
In each turn, agents predict one action (see App.
F.2.2 for different action formats) to interact with
the environment and obtain the real-time observa-
tion. We adopt the popular ReAct (Yao et al., 2023)
framework, which requires agents to output their
thought process first (see the right part of Figure 2).
This iterative retrieval (Shao et al., 2023) enables
agents to leverage complementary strengths of both
retrieval paradigms in continuous steps.

For example, agents can firstly filter relevant
rows by executing a SQL program in the database.
RETRIEVEFROMDATABASE is particularly adept
at handling structured queries and metadata-based
constraints. After extracting primary key values of
rows for the intermediate output, we can further
narrow down the final result set by inserting those
key values into the “filter” parameter of action
RETRIEVEFROMVECTORSTORE to conduct neural
semantic matching, i.e.,
filter='primary_key in [pk values of sql exec]'.

Conversely, agents can firstly query the VS via
neural search to select the most relevant entries,
and then treat this transitional set as a temporary
table or condition in the subsequent SQL retrieval.

3 Experiment

This section introduces our human-labeled dataset
AIRQA-REAL, the main experiment and ablation
study. Code and data are publicly available 2.

3.1 Q&A Dataset on AI Research Papers
AIRQA-REAL Previous Q&A datasets on aca-
demic papers typically focus on simple questions
based on a single page or merely the abstract of the
PDF, which is far from reflecting real-world sce-
narios. To address this, we annotate a more com-
plex Q&A dataset regarding full and even multiple

2https://github.com/X-LANCE/NeuSym-RAG
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Figure 4: Comparison of different structured baselines with our NeuSym-RAG. Refer to App. C for text description.

Category Question
text What are the main components of ERRA model?

table
On the dataset proposed by this work, how
much does the GPT-3.5-turbo model improve
its GPT4score after using Graph-CoT?

image
Considering the performance of ChatDev agent
on DSEval-LeetCode benchmark, what is the
most common cause of the errors?

formula
How does Multi-DYLE combine the three differ-
ent losses as the objective of training?

metadata
Which conference was the paper 'Fact-Checking
Complex Claims with Program-Guided Reason-
ing' published in? Is it a long, short or findings?

Table 1: Examples of single-doc type from AIRQA-
REAL dataset. See App.A.2 for the other two types.

PDFs, called AIRQA-REAL. Based on published
AI papers in 2023 and 2024, 16 researchers man-
ually annotate 553 questions which span across:
a) 3 task types (i.e., single-doc details, multi-doc
analysis, and paper retrieval), b) 5 categories (i.e.,
text, table, image, formula, and metadata), and c) 2
evaluation genres (i.e., hard-coding objective met-
rics and LLM-based subjective assessment). We
showcase one example for each category in Table 1.

Other Benchmarks To validate the universality,
we also convert two other full-PDF-based Q&A
datasets, namely M3SciQA (Li et al., 2024a) and
SciDQA (Singh et al., 2024). These two bench-
marks have 452 and 2937 test samples, respectively.
And we adjust them into the data format of AIRQA-
REAL. See App. A for more details about datasets.

Evaluation Metrics While most long-form Q&A
datasets utilize LLMs or human experts for accu-
racy (including the aforementioned M3SciQA and
SciDQA), we propose more flexible and precise
evaluation metrics. Specifically, we 1) adopt an-
swer formatting similar to DABench (Hu et al.,

2024), which imposes Python-style restrictions on
output (e.g., “Your answer should be a Python
list of two strings.”), and 2) implement instance-
specific, execution-based evaluation by designing
18 functions with optional parameters. These func-
tions are categorized as either subjective or objec-
tive, depending on whether they involve the judge-
ment from LLMs (see App. D).

3.2 Experiment Settings

Baselines We implement 11 methods (partly il-
lustrated in Figure 4), ranging from trivial input
questions, to more advanced structured models.
The main differences lie in: a) Single-view or
Multi-view: the Classic RAG only has access to
text chunks, while the others can select from multi-
ple pre-parsed perspectives; b) Two-stage or Itera-
tive: the major distinction between the two rows in
Figure 4 is whether agentic retrieval is permitted;
c) Composition of the environment: the complete
backend contains relational database, vectorstore,
image viewer and calculator. Different baselines
may only include part of them, which further re-
stricts the permissible actions (see App. F.2.1).

LLMs and Hyper-parameters We evaluate
NeuSym-RAG with various LLMs. For closed-
source ones, we use GPT-4o-mini-2024-07-18
and GPT-4-1106-vision-preview. Regarding state-
of-the-art open-source LLMs, we include In-
ternLM2.5 (Cai et al., 2024), Llama-3.3-70B-
Instruct (Hugging Face Team, 2023), Qwen2.5-
VL-72B-Instruct (Team, 2025), and DeepSeek-R1
(Guo et al., 2025). As for hyper-parameters, the
temperature is set to 0.7 and top_p is fixed to
0.95. The maximum retrieved tokens in each turn
and the cutoff for full-text input are both limited
to 5k. And the threshold of interaction turns is 20.
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Model
AIRQA-REAL M3SciQA SciDQA

text table image formula metadata AVG table image AVG table image formula AVG
Classic-RAG

GPT-4o-mini 12.3 11.9 12.5 16.7 13.6 13.4 17.9 10.6 15.6 59.4 60.4 59.3 59.8
GPT-4V 13.2 13.9 10.0 13.9 13.6 14.7 12.1 8.8 11.1 56.6 56.8 58.1 57.4
Llama-3.3-70B-Instruct 8.7 7.9 9.5 16.7 0.0 10.0 12.7 8.1 11.3 56.8 58.8 58.9 58.0
Qwen2.5-VL-72B-Instruct 9.6 5.9 11.9 11.1 13.6 10.5 11.6 11.6 11.6 54.8 56.9 56.3 56.2
DeepSeek-R1 11.7 13.9 9.5 30.6 9.1 13.9 11.9 9.5 11.2 63.9 61.3 61.7 62.4

NeuSym-RAG
GPT-4o-mini 33.0 12.9 11.9 19.4 18.2 30.7 18.7 16.6 18.0 63.0 63.6 62.5 63.0
GPT-4V 38.9 18.8 23.8 38.9 27.3 37.3 13.7 13.4 13.6 62.6 63.5 63.2 63.1
Llama-3.3-70B-Instruct 30.6 11.9 16.7 16.7 27.3 29.3 26.3 17.6 23.6 55.5 57.3 56.6 56.4
Qwen2.5-VL-72B-Instruct 43.4 15.8 11.9 25.0 27.3 39.6 20.2 22.7 21.1 60.2 60.6 61.8 60.5
DeepSeek-R1 33.2 16.8 11.9 27.8 18.2 32.4 19.0 13.7 17.4 64.3 64.6 63.9 64.5

Table 2: Main results of different LLMs using Classic-RAG or NeuSym-RAG on three datasets.

Method Neural Symbolic Multi-view # Interaction(s) sgl. multi. retr. subj. obj. AVG
Question only

% % %

1 5.7 8.0 0.4 9.4 2.7 4.0
Title + Abstract 1 5.7 14.0 0.0 13.1 3.6 5.4
Full-text w/. cutoff 1 28.3 10.7 0.4 26.2 7.6 11.2
Classic RAG

! % %
1 18.2 4.0 9.4 8.4 11.0 10.5

Iterative Classic RAG ≥ 2 8.2 10.0 15.2 5.6 13.2 11.8
Two-stage Neu-RAG

! % !
2 19.5 10.0 5.3 15.9 9.4 10.7

Iterative Neu-RAG ≥ 2 37.7 18.7 48.4 32.7 38.3 37.3
Two-stage Sym-RAG

% ! !
2 12.2 5.4 9.4 10.6 8.7 9.1

Iterative Sym-RAG ≥ 2 32.1 14.7 33.6 27.1 28.3 28.0
Graph-RAG ! % ! 2 22.2 11.1 0.0 21.1 11.5 15.6
Hybrid-RAG

! ! !
2 23.3 9.3 5.7 16.8 10.5 11.8

NeuSym-RAG (ours) ≥ 2 28.3 32.3 58.2 27.1 42.6 39.6

Table 3: Performances of different RAG methods on AIRQA-REAL dataset, where “# Interaction(s)” denotes the
number of LLM calls for a single question. See App. C for detailed introduction of each RAG baseline.

Detailed resource consumption, including running
time and LLM API cost, is presented in App. B.

3.3 Main Experiment

Based on our pilot study (Table 9 in App. B), we fix
the action format to markdown and the observation
format to json for all experiments below.

In Table 2, we show performances of our pro-
posed method on different LLMs and datasets. Ac-
cordingly, 1) NeuSym-RAG remarkably outper-
forms the Classic RAG baseline across all datasets,
with a minimal 17.3% improvement on AIRQA-
REAL for all LLMs. With more customizable
actions and more trials, NeuSym-RAG can in-
teract with the backend environment with higher
tolerance and learn through observations to re-
trieve proper information for question answering.
2) VLMs perform better in tasks that require vi-
sion capability, e.g., in M3SciQA where LLMs
have to view an anchor image in the first place.
3) Open-source LLMs are capable of handling
this complicated interactive procedure in a zero-
shot paradigm, and even better than closed-source
LLMs. NeuSym-RAG with Qwen2.5-VL-72B-

Instruct elevates the overall accuracy by 29.1%,
compared to the Classic RAG baseline. Surpris-
ingly, it surpasses GPT-4o-mini by an impres-
sive 8.9%, which highlights the universality of
NeuSym-RAG.

Next, to figure out the contribution of each com-
ponent in NeuSym-RAG, we compare the perfor-
mances of different structured RAG agent methods
described in § 3.2. From Table 3, we can observe
that: 1) Two-stage Neu-RAG outperforms Clas-
sic RAG, while Hybrid RAG achieves even fur-
ther improvements. This consistent increase can
be attributed to the fact that agents can adaptively
determine the parameters of actions, e.g., which
chunking view to select for neural retrieval. 2)
Iterative retrievals are superior to their two-stage
variants. Through multi-turn interaction, the agent
can explore the backend environment and select
the most relevant information to answer the ques-
tion. 3) As the number of interactions increases,
objective scores rise faster than subjective scores,
indicating that with more retrievals, LLMs gener-
ate more rationally. On the whole, NeuSym-RAG
defeats all adversaries. It verifies that providing
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multiple views and combining two retrieval strate-
gies both contribute to the eventual performance.

3.4 Ablation Study

For brevity, in this section, GPT denotes GPT-4o-
mini and Qwen represents Qwen2.5-72B-Instruct.
And unless otherwise specified, we utilize Qwen.

Different Model Scales In Figure 5, we show
the performance changes by varying the model
scales. Accordingly, we observe that: 1) The per-
formances consistently improve as the scales of
LLMs increase. 2) Unfortunately, the R1-Distill-
Qwen series models lag far behind their counter-
parts (Qwen2.5-Instruct). Although they generate
valuable thoughts during the interaction, they strug-
gle to exactly follow the action format specified
in our prompt. We hypothesize that they severely
overfit the instructions during R1 post-training.

Figure 5: Performances of different model sizes on
AIRQA-REAL dataset. “D-” denotes “Distill-Qwen-”.

Chunking with Multiple Views In the Classic
RAG baseline, we segment raw documents follow-
ing continuous 512 tokens. We wonder whether
different chunking views lead to varied outcomes.
Results in Table 4 are insightful: the classic chunk-
ing strategy is still the best in general. However,
chunking views tailored to specific aspects may
achieve the best results in their particular categories.

Choices of Text Embedding Models Table 5
demonstrates the performance of NeuSym-RAG
with different vector collections (i.e., encoding
models). The experimental results uncover that
a single BM25 text collection suffices to attain the
best performance. We speculate that there might
be two possible reasons for this observation: 1)

Retrieved text table image formula Overall
Column (%)

chunk_content 13.95 15.00 22.22 28.57 18
section_content 18.60 10.00 5.56 14.29 12
table_content 13.95 15.00 0.00 9.52 9
image_summary 4.65 0.00 16.67 4.76 6

equation_content 6.98 0.00 5.56 33.33 8

Table 4: Performances of different retrieval options of
the Classic RAG baseline on a subset of AIRQA-REAL.

BM25 MiniLM bge text table image formula meta Overall
(%)

! % % 48.8 35.0 38.9 61.9 45.5 46
% ! % 41.9 25.0 27.8 33.3 27.3 33
% % ! 39.5 25.0 16.7 52.4 54.6 37
! ! % 44.2 30.0 27.8 52.4 27.3 40
! % ! 41.9 20.0 33.3 42.9 27.4 35
% ! ! 34.9 10.0 16.7 47.6 45.5 30
! ! ! 39.5 20.0 16.7 47.6 45.5 35

Table 5: Performance of NeuSym-RAG on AIRQA-
REAL dataset with different text encoding model (s).

existing LLMs are still not capable of exploring
retrieved context from multiple encoding models
and then selecting the optimal one. This behav-
ioral pattern requires profound reasoning abilities.
2) Another potential insight is that, for different
encoding models, the best practice is to directly
choose the highest-performing one instead of leav-
ing the burden to the agent. And in our prelimi-
nary experiments, we also find similar phenomena
that instead of creating different DB tables to store
the parsed PDF content with different auxiliary
tools, directly choosing the top-performing tools,
that is PyMuPDF (Artifex Software, 2023) and
MinerU (Wang et al., 2024a) in § 2.2, and using a
single DB table achieves the best performance.

Agent Summary objective subjective Overall
Model Model (%)

GPT
GPT 24.62 34.29 28
Qwen 23.08 34.29 27

Qwen
GPT 30.77 57.14 40
Qwen 30.77 54.28 39

Table 6: Performances of different models with different
LLM summary models on a subset of AIRQA-REAL.

Details of Pre-processing and Evaluation Aim-
ing to reduce the high cost of API calls, we ex-
plore the impact of using open-source v.s. closed-
source LLMs during 1) PDF pre-parsing (the sum-
mary generation), and 2) subjective evaluation. As
shown in Table 6, cheaper open-source LLMs ap-
pear to be a viable alternative to closed-source ones,
since the final results are insensitive to element
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NeuSym-RAG

[Thought]: I will now query the 'figures' table to 
find the figure captions that might contain the 
WER values.

[Observation]:
{"image_caption": "Figure 3: WER scores for 
DD2 vs other methods."},
{"image_caption": "Figure 4: PER scores for 
DD2 vs other methods."} 

[Thought]: I will try to retrieve the detailed content 
of the figures from the 'images' table in the database.

[Action]: RetrieveFromDatabase (sql="select 
image_summary from images where ref_paper_id = 
'81b6a6b0-a195-5cae-9e30-137150b64352' and 
image_caption like '%Figure 3%';")

[Observation]: {"image_summary": "The bar 
chart compares Word Error Rates across six 
methods: NV1 (0.131), NV2 (0.077), DD1 (0.741), 
KB1 (0.658), KB2 (0.666), and DD2 (0.729). …"}

[Thought]: I will extract the WER values for DD2 and 
NV1 and calculate the difference. 

[Action]: CalculateExpr (expr="0.729 - 0.131")

[Observation]: The calculated result is: 0.598 .

[Thought]: The difference in WER values 
between DD2 and NV1 is 0.598.

[Action]: GenerateAnswer (answer=0.598)

[Thought]: I will now try to retrieve the 
relevant sections by focusing on the content 
that mentions WER values for DD2 and NV1.

[Thought]: The difference in WER values 
between DD2 and NV1 is 0.57.

[Thought]: I will check the 'sections' table to see 
if the WER values are mentioned in any of the 
sections of the paper.
[Action]: RetrieveFromDatabase
(sql="select section_title, section_content from 
sections where ref_paper_id = '81b6a6b0-a195-
5cae-9e30-137150b64352'; ")

[Observation]: {"section_title": "5 
Experiments", "section_content": "The
experiments aim to evaluate ..."}

[Thought]: I will now try to extract the WER 
values from the '5 Experiments' section by parsing 
the text content.
[Action]: RetrieveFromDatabase (sql =
"select section_content from sections where 
ref_paper_id = '81b6a6b0-a195-5cae-9e30-137
150b64352' and section_title = '5 Experiments'; ")

[Observation]: {"section_content": 
"The experiments aim to evaluate ..."}

[Thought]: I will assume the WER values are: - 
DD2: 25.0 - NV1: 10.0 .

[Action]: GenerateAnswer (answer=15.0)

Iterative Neu-RAG Iterative Sym-RAG

[Action]: RetrieveFromVectorstore
(query="WER values for DD2 and NV1 methods", 
table="sections", column="section_content", 
filter="pdf_id == '81b6a6b0-a195-5cae-9e30-
137150b64352'")

[Observation]: {"text": "Figures 3 and 4 depict 
WER and PER values respectively with ASR on 
the six different methods. As expected,
artificial speech with variations obtained 
variation, thus confirming that Wav2Vec 2.0 
performs higher WER scores     +0.57 than 
speech without forms better on speech ..."}

≈

[Action]: GenerateAnswer( answer=0.57 )

[Thought]: I will perform a similarity search in 
the vectorstore to find the relevant context that 
contains the WER values.
[Action]: RetrieveFromVectorstore
(query= "WER values for DD2 and NV1 in the paper
with id 81b6a6b0-a195-5cae-9e30-137150b64352")

[Observation]: {"text": "Figures 3 and 4 depict 
WER and PER values respectively with ASR on 
the six different methods. As expected, ..."}

[Action]: RetrieveFromDatabase
(sql="select image_caption from images where 
ref_paper_id = '81b6a6b0-a195-5cae-9e30-
137150b64352' and (image_caption like '%Figure
3%' or image_caption like '%Figure 4%');"

Figure 6: Case study on AIRQA-REAL dataset. The input question is “In terms of WER values with ASR across the
six different methods tested in the paper, how much higher is DD2 compared to NV1?”.

summaries produced by different LLMs. As for
evaluation, we randomly sample 100 long-form
answers requiring subjective assessment and re-
cruit AI researchers to independently measure the
semantic equivalence compared to the reference an-
swer. Figure 7 indicates that, in most cases, LLM
evaluations align closely with human judgments.
Notably, closed-source GPT-4o aligns exactly with
human judgments, whereas open-source LLMs are
occasionally either too strict or too lenient. There-
fore, we choose closed-source LLMs for subjective
evaluation throughout the experiments.

Figure 7: The consistency between human and LLM-
based evaluation. We classify examples that are judged
as correct by human as positive samples.

3.5 Case Study

In Figure 6, we serialize the interaction trajec-
tory of 3 iterative methods for the same ques-
tion. NeuSym-RAG firstly predicts a RETRIEVE-
FROMVECTORSTORE action to search chunks re-
garding “WER values”. After detecting relevant
figures, it predicts a RETRIEVEFROMDATABASE

action to access their captions and summaries. In
contrast, Iterative Neu-RAG fails to exploit the

figures due to the absence of the DB, and Itera-
tive Sym-RAG struggles to locate relevant context.
In this case, we can clearly observe one benefit
or mode of combining both retrieval actions: the
VS helps agents identify relevant context, while
the DB for precise queries. This synergy achieves
the accurate answer unattainable by either retrieval
type alone, emphasizing the significance of their
collaboration.

4 Related Work

Structured and Iterative Retrieval Previous lit-
erature has proposed various RAG methods for
structured knowledge sources. GraphRAG (Edge
et al., 2024) builds a knowledge graph (KG) to
summarize partial and final answers. HybridRAG
(Sarmah et al., 2024) integrates KG-based and
vector-based methods for financial documents. Fas-
tRAG (Abane et al., 2024) employs schema and
script learning to extract structured data, combin-
ing text search with KG. Another promising line
of work proves that agents can benefit from itera-
tive retrieval. IRCoT (Trivedi et al., 2023) handles
multi-step QA by interleaving retrieval with chain-
of-thought. Iter-RetGen (Shao et al., 2023) inte-
grates retrieval and generation iteratively for col-
lective knowledge. CoA (Zhang et al., 2024) uses
multiple agents for long-context tasks, with a man-
ager agent combining their results. Our NeuSym-
RAG integrates neural and symbolic retrieval in an
agentic interaction to fetch multi-view context.

PDF-based Q&A Benchmarks Existing ques-
tion answering datasets over PDF documents of-
ten overlook the underlying structure and lay-
out. QASPER (Dasigi et al., 2021) generate
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questions from merely titles and abstracts, while
FinQA (Chen et al., 2021) targets single-page Q&A.
QASA (Lee et al., 2023) retains section structures
but misses other key elements like figures and ta-
bles. More recent works, like Visconde (Pereira
et al., 2023), M3SciQA (Li et al., 2024a), and
SciDQA (Singh et al., 2024), focus on long-form
subjective evaluation. This work addresses these
limitations by tackling questions from full PDFs of
AI research papers, including objective metrics.

5 Conclusion

In this work, we propose a hybrid neural sym-
bolic retrieval framework (NeuSym-RAG) for semi-
structured PDF-based question-answering (Q&A).
Experiments on three human-labeled realistic
datasets regarding AI research, especially on the
self-annotated AIRQA-REAL, show that NeuSym-
RAG remarkably outperforms the Classic RAG
baseline by more than 17.3% points. Future works
include: 1) training a specialized LLM agent of
medium size to further improve performances and
efficiency, and 2) extending Q&A tasks to other
vertical domains such as healthcare and law which
heavily rely on external well-structured PDF files.

Limitations

Despite the superiority of the proposed NeuSym-
RAG framework, it still has the following limita-
tions: 1) The pipeline of parsing and encoding the
PDF content is relatively slow, especially when
higher parsing accuracy is demanded. That is, we
need OCR models typically with larger capacity
and longer processing time. This method is suitable
if all documents are pre-stored in a repository, since
the pre-processing can be conducted once and for
all. However, it may be unsatisfactory in scenarios
where users expect real-time uploads of new PDFs.
2) The iterative chain-of-retrieval procedure incurs
extra time delay compared to classic RAG. This is
anticipated and Snell et al. (2024) points out that
scaling inference computation is more effective
than scaling model parameters. 3) Different from
GraphRAG (Edge et al., 2024) which can pre-parse
any free-form texts, NeuSym-RAG requires that
the external documents exhibit implicit structures
or layouts. And PDF files in AI research naturally
conform to this constraint. Thus, integrating the
two retrieval paradigms can maximize the utiliza-
tion of the inherent advantages of semi-structured
documents. 4) Currently, AIRQA-REAL are lim-

ited to the domain of AI research papers. We are
actively working on expanding our efforts to other
vertical domains, including finance and law.
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A AIRQA-REAL Dataset

A.1 Data Format
In this section, we briefly introduce the data format of our AIRQA-REAL dataset. Each data instance is
represented as a JSON dictionary which contains the following fields:

• uuid: Globally unique uuid of the current task example.

• question: The user question about the given papers.

• answer_format: The requirements for the output format of LLMs, e.g., a Python list of text strings or
a single float number, such that we can evaluate the answer conveniently.

• tags: A list of tags denoting different types, categories or genres. Feasible tags include [“single”,
“multiple”, “retrieval”, “text”, “image”, “table”, “formula”, “metadata”, “subjective”, “objective”].

• anchor_pdf: A list of PDF uuids that are directly related to or explicitly mentioned in the question.

• reference_pdf: A list of PDF uuids that may or may not help answer the question.

• conference: A list of conference names plus year. This field is only useful in the “paper retrieval”
setting to limit the scope of search space, as shown in the task example of Listing 4.

• evaluator: A dictionary containing 2 fields, eval_func and eval_kwargs, which defines how to
evaluate the model outputs. Concretely,

■ the “eval_func” field defines the name of our customized Python function (or metric) which is
used to compare the predicted result and the expected ground truth;

■ the “eval_kwargs” field defines the arguments for the corresponding evaluation function, which
usually contain the gold or reference answer and other optional parameters.

For example, in Listing 3, we utilize the function “eval_structured_object_exact_match” to
evaluate the LLMs output according to the given gold answer [“SCG-NLI”, “false”].

1 {
2 "uuid": "927ff9af -42f7 -5216-a6f9 -f106e8ff6759",
3 "question": "On the HEML sentence level with AUC metric , which baseline

↪→ outperforms MIND on specific conditons? Is it the best variant according
↪→ to the paper that proposed that baseline?",

4 "answer_format": "Your answer should be a Python list of two strings. The first
↪→ string is the name of the baseline (with variant) that outperforms MIND ,
↪→ as proposed in the anchor PDF. The second string is either `true ` or
↪→ `false `.",

5 "tags": [
6 "multiple",
7 "text",
8 "table",
9 "objective"

10 ],
11 "anchor_pdf": [
12 "621d42a1 -dbab -5003-b7c5 -625335653001"
13 ],
14 "reference_pdf": [
15 "ab661558 -432d-5e5e -b49c -a3660a40986e",
16 "1a21b653 -3db0 -55e8 -9d34 -8 b6cd3dcbefa",
17 "85111b8b -4df0 -5a9a -8d11 -a7ae12eebcf6",
18 "0597ce2b -cd8c -5b5b -b692 -e8042d8548de",
19 "6df0f3f3 -e2e1 -5d7a -9d70 -3114 ceac5939",
20 "02f7fff5 -cec7 -5ac8 -a037 -f5eb117b9547"
21 ],
22 "conference": [],
23 "evaluator": {
24 "eval_func": "eval_structured_object_exact_match",
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25 "eval_kwargs": {
26 "gold": [
27 "SCG -NLI",
28 "false"
29 ],
30 "ignore_order": false ,
31 "lowercase": true
32 }
33 }
34 }

Listing 3: A multi-doc analysis task example of JSON format from the dataset AIRQA-REAL.

1 {
2 "uuid": "4b4877cd -4cdc -5d52 -ac20 -edfaa6dd7e32",
3 "question": "Is there any paper leverages knowledge distillation of language

↪→ models for textual out -of-distribution detection or anomaly detection?",
4 "answer_format": "Your answer should be the title of the paper WITHOUT ANY

↪→ EXPLANATION.",
5 "tags": [
6 "retrieval",
7 "text",
8 "objective"
9 ],

10 "anchor_pdf": [],
11 "reference_pdf": [],
12 "conference": [
13 "acl2023"
14 ],
15 "evaluator": {
16 "eval_func": "eval_paper_relevance_with_reference_answer",
17 "eval_kwargs": {
18 "reference_answer": "Multi -Level Knowledge Distillation for

↪→ Out -of-Distribution Detection in Text"
19 }
20 }
21 }

Listing 4: A paper retrieval task example of JSON format from the dataset AIRQA-REAL.

A.2 Data Examples
Table 7 shows 3 examples in AIRQA-REAL with different task types, namely single-doc details, multi-doc
analysis, and paper retrieval. Different numbers of PDF documents are involved in different task types.
For instance, single-doc examples only specify one paper in its “anchor_pdf” field, while multi-doc
examples must mention multiple papers in the “anchor_pdf” or “reference_pdf” fields. And for paper
retrieval, we relax the search scope to the entire conference venue, such as “acl2023” in Listing 4.

Category Question Answer Format

single
On the ALFWorld dataset experiments, how much did
the success rate improve when the authors used their
method compared to the original baseline model?

Your answer should be a floating-point number
with one decimal place.

multiple
I would like to reproduce the experiments of
KnowGPT, could you please provide me with the
websites of the datasets applied in the experiment?

Your answer should be a Python list of 3 strings,
the websites. Note that you should provide the
original URL as given in the papers that pro-
posed the datasets.

retrieval

Find the NLP paper that focuses on dialogue genera-
tion and introduces advancements in the augmentation
of one-to-many or one-to-one dialogue data by con-
ducting augmentation within the semantic space.

Your answer should be the title of the paper
WITHOUT ANY EXPLANATION.

Table 7: Demonstration examples of different task types from the dataset AIRQA-REAL, where single, multiple
and retrieval represent single-doc details, multi-doc analysis and paper retrieval, respectively.
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A.3 Dataset Statistics
In total, the entire AIRQA-REAL contains 6797 PDF documents and 553 questions with respect to AI
research papers mostly in year 2023 and 2024. Among them, 6384 PDFs are published papers from
ACL 2023 and ICLR 2024, while the PDFs left are also from publicly available websites arXiv.org
and OpenReview.net. Table 8, Figure 8 and Figure 9 show the statistics of the dataset AIRQA-REAL.
Note that, one task example can be labeled with more than one category tag (i.e., text, table, image,
formula, and metadata). As for the 553 examples, 240 are converted from the LitSearch (Ajith et al.,
2024) benchmark (a paper retrieval task set). And only examples in LitSearch whose ground truth belongs
to ACL 2023 or ICLR 2024 venues are selected and revised to be compatible with our AIRQA-REAL data
format. Correspondingly, we set the value of field “conference” (defined in App. A.1) to be “acl2023”
or “iclr2024” in order to restrict the paper search space.

Data Splits Number Ratio(%)
single 159 29

multiple 150 27
retrieval 244 44

text 470 85
table 101 18
image 42 8

formula 36 7
metadata 22 4
objective 446 81
subjective 107 19
Overall 553 100

Table 8: The task number and ratio of different data splits
on the dataset AIRQA-REAL.

Figure 8: Frequency distribution of question lengths.

Others 6.1%

45.4%
ACL 2023

48.6%
ICLR 2024

Figure 9: Conference distribution of the papers used.

A.4 Other Full-PDF-based Academic Research Q&A Benchmarks
Apart from AIRQA-REAL, we also convert two other existing Q&A benchmarks M3SciQA (Li et al.,
2024a) and SciDQA (Singh et al., 2024) in academic research to validate the universality of our NeuSym-
RAG framework, which gives us 492 and 2937 more test samples, respectively. Specifically,

M3SciQA The answers of the test set on M3SciQA are not publicly available yet till 2025-05-30. Thus,
we only utilize the complete 452 labeled samples in the validation set as the test suite which are
licensed under Creative Commons Attribution 4.0. Notice that, each question in M3SciQA involves
multiple papers. To obtain the final answer, agents need to firstly find the correct paper which belongs
to the references of the anchor paper. Since our constructed database contains the entire paper set on
M3SciQA, we only provide the title of the anchor PDF without referenced paper titles in the prompt
to make the testing scenario more realistic. And agents need to find the target paper title by itself in
the reference section. PDFs of all relevant papers can be downloaded from the arXiv.org website. As
for evaluation, we follow the official evaluation metric 6 and leverage large language model based
assessment with exactly the same prompt, model (gpt-4-0125-preview) and temperature (0.0) to
determine whether the final long-form answer is correct.

SciDQA We convert the original 2937 test samples which are licensed under Open Data Commons
Attribution License (ODC-By) v1.0. The relevant paper PDFs can all be downloaded from OpenRe-
view.net and we categorize each input question as “table”, “image” and “formula” based on heuristic

6Evaluation for M3SciQA: https://github.com/yale-nlp/M3SciQA/blob/main/src/evaluate_detail.py
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rules (e.g., whether a specific keyword such as “equation” is mentioned in the question or ground
truth). As for evaluation, we adopt the official LLM-based judgement and answer extraction scripts 7

except that the large language model is replaced with gpt-4o-mini from Llama-3.1-70B-Instruct due
to its performance being more closely aligned with humans according to Figure 7.

Two separate evaluation functions are encapsulated for these two benchmarks (see Table 11). The authors
declare that the usage of these two existing benchmarks strictly obeys the aforementioned licenses.

B Supplementary Experiments and Settings

For NeuSym-RAG, we also investigate different formats of the action and observation spaces (exemplified
in App. F.2.2 and App. F.2.3). According to Table 9: 1) The action format has a more substantial impact
on the results compared to the observation format. 2) Specifically, both LLMs perform the best when
the action format is “markdown”, which resembles the function calling fashion in Python. Another
possible explanation is that the other 3 action formats generally impose stricter formatting requirements.
3) Different LLMs may prefer different observation formats on account of their training corpus. But the
gaps, especially for the top-performing 2 choices, are relatively small.

Type Format Overall(%) Type Format Overall(%)
GPT-4o-mini-2024-07-18 Qwen2.5-72B-Instruct

action

markdown 40

action

markdown 28
json 35 json 27
xml 28 xml 19
yaml 32 yaml 26

observation

json 40

observation

json 28
markdown 31 markdown 27

html 31 html 26
string 39 string 30

Table 9: Ablation study on different action and observation formats on a subset of AIRQA-REAL dataset.

In Table 10, we present some statistics of iterative methods on different models in our experiments. In
general, GPT-series LLMs complete the task with fewer interaction rounds, indicating that closed-source
LLMs exhibit stronger capabilities and confidence. Using the Qwen2.5-72B-Instruct LLM, the NeuSym-
RAG approach completes the task with more interaction rounds than the other two iterative methods, since
the NeuSym-RAG approach can integrate the context from both retrieval paradigms.

Model RAG Method # Interaction(s) # Prompt Token(s) # Completion Token(s) Time (s) Cost ($)
Llama-3.3-70B-Instruct NeuSym-RAG 4.45 36521 832 40 -

Qwen2.5-72B-Instruct
Iterative Sym-RAG 5.16 43548 2730 105 -
Iterative Neu-RAG 4.19 48600 2395 94 -

NeuSym-RAG 5.26 58262 1987 83 -
GPT-4o-mini NeuSym-RAG 3.59 29306 518 20 0.0059

GPT-4V NeuSym-RAG 3.61 54657 1098 17 0.1464

Table 10: Statistics of the number of interaction(s), accumulated prompt / completion token(s), time consumption,
and LLM cost per sample with different models and RAG methods on 100 samples from AIRQA-REAL.

C Agent Baselines

In this section, we elaborate the implementation of each RAG method utilized in Table 3.

• Classic RAG fetches question-related chunks from the vectorstore and directly provides them as
the context for LLMs to answer the question. The chunk size is fixed to 512 tokens using the

7Evaluation for SciDQA: https://github.com/yale-nlp/SciDQA/tree/main/src/evals
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RecursiveCharacterTextSplitter from langchain 8 and the retrieved top-K size is set to 4. In
other words, we pre-fetch the content of column “chunks.text_content” based on the raw input
question and insert them as the context in the prompt. The default text embedding model is fixed to the
widely used sentence transformer all-MiniLM-L6-v2 (Wang et al., 2020).

• Iterative Classic RAG enables LLMs to repeatedly alter their query texts and iteratively retrieve chunks
until the answer can be obtained. But the view is always fixed to column “chunks.text_content”. It
can be regarded as one simple implementation of the popular IRCoT (Trivedi et al., 2023).

• Two-stage Neu-RAG splits the task into two stages. At stage one, LLMs predict a RETRIEVEFROMVEC-
TORSTORE action with only one chance. But they can predict the parameters in that action, e.g., the
query text, the (table, column) perspective to choose, the embedding collection, and the returned top-K
size. While at stage two, agents must output the final answer with retrieved context.

• Iterative Neu-RAG is developed from the two-stage one, incorporating additional chances in multi-turn
interactions. LLMs can predict multiple parameterized actions to retrieve from the vectorstore until the
interaction trajectory suffices to answer the question. And we incorporate another two useful actions
VIEWIMAGE and CALCULATEEXPR (formally defined in § 2.4.1 and App. F.2.1) into the multi-turn
interaction.

• Two-stage Sym-RAG requires LLMs to generate a SQL query first. After SQL execution upon the
backend database, they must predict the answer using the retrieved context, with only one chance.
Indeed, this symbolic retrieval belongs to another field of text-to-SQL (Cao et al., 2021).

• Iterative Sym-RAG is the multi-round version, where LLMs can iteratively interact with the symbolic
database and try different SQLs to better conclude the final answer. The additional two action types
VIEWIMAGE and CALCULATEEXPR are also included in the action space like Iterative Neu-RAG.

• Graph-RAG (Edge et al., 2024) is implemented by following the official guideline of library graphrag 9.
And we adopt the local search mode since it performs better than global in our pilot study. To reduce
the graph construction time, we build a separate graph for each PDF document, and restrict the retrieval
scope for each question to its tied papers.

• Hybrid-RAG (Sarmah et al., 2024) can be considered as a two-stage structured baseline, where the LLM
agent firstly determines which action (RETRIEVEFROMVECTORSTORE or RETRIEVEFROMDATABASE)
to use. After predicting the parameters of the action, and fetching the context from either the vectorstore
or database, it needs to generate the final answer with only one chance.

D Evaluation Metrics

The detailed information of all 18 evaluation functions we design is presented in Table 11.

8Langchain text splitter: https://python.langchain.com/docs/how_to/recursive_text_splitter/.
9GraphRAG website: https://microsoft.github.io/graphrag/get_started/.
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Eval Type Sub-Type Function Description

objective

match

eval_bool_exact_match
Evaluate the output against the answer using exact
boolean match.

eval_float_exact_match
Evaluate the output against the answer using exact
float match with variable precision or tolerance.

eval_int_exact_match
Evaluate the output against the answer using exact
integer match.

eval_string_exact_match
Evaluate the output against the answer using exact
string match.

eval_structured_object
_exact_match

Evaluate the output against the answer recursively
by parsing them both as Python-style lists or dic-
tionaries.

set

eval_element_included
Evaluate whether the output is included in the
answer list.

eval_element_list_included
Evaluate whether each element in the output list
is included in the answer list.

eval_element_list_overlap
Evaluate whether the output list overlaps with the
answer list.

retrieval
eval_paper_relevance_with
_reference_answer

Evaluate whether the retrieved paper is the same
as the reference answer.

subjective

semantic

eval_reference_answer
_with_llm

Evaluate the output against the reference answer
using LLMs.

eval_scoring_points_with
_llm

Evaluate whether the scoring points are all men-
tioned in the output using LLMs.

eval_partial_scoring_points
_with_llm

Evaluate whether the scoring points are partially
mentioned in the output using LLMs.

formula
eval_complex_math_form
ula_with_llm

Evaluate the mathematical equivalence between
the output and the answer formatted in Latex us-
ing LLMs.

logical

eval_conjunction

Evaluate the conjunction of multiple evaluation
functions. The output passes the evaluation if
and only if all the elements in the output pass the
corresponding sub-evaluations.

eval_disjunction

Evaluate the disjunction of multiple evaluation
functions. The output passes the evaluation if and
only if at least one of the element in the output
passes the corresponding sub-evaluation.

eval_negation
Evaluate the negation of an evaluation function.
The output passes the evaluation if and only if it
doesn’t pass the original evaluation function.

others
eval_m3sciqa

Evaluate examples in dataset M3SciQA with the
encapsulated original LLM-based function.

eval_scidqa
Evaluate examples in dataset SciDQA with the
encapsulated original LLM-based function.

Table 11: The checklist of the 18 used evaluation functions, including their categories, names, and descriptions.
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E Database Schema and Encodable Columns in Vectorstore

The complete database schema to store parsed PDF content is visualized in Figure 10, with free online tool
drawSQL 10. All encodable columns are listed in Table 12. These columns provide various perspectives
towards interpreting the PDF content. And these different views are inherently connected by the sub-graph
of the original database schema (as illustrated in Figure 11).

Figure 10: The complete and universal database schema to store the parsed elements of each PDF file. Note that,
since the visualization tool drawSQL cannot display “ARRAY” data types, the actual data types of the columns “bound-
ing_box”, “authors”, “tags”, and “page_numbers” are INT[4], VARCHAR[], VARCHAR[], and INT[], respectively.

Figure 11: All encodable columns which are inherently connected by the schema sub-graph. Note that, since the vi-
sualization tool drawSQL cannot display “ARRAY” data types, the actual data types of columns “images.bounding_box”
and “tables.bounding_box” are both INT[4].

10https://drawsql.app/
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Table Column Description

metadata

title The title of this paper.

abstract The abstract of this paper.

bibtex The bibtex of this paper.

tldr A brief summary of the paper’s main idea or findings generated by
LLM based on title and abstract.

pages
page_content The content of the page.

page_summary A brief summary of the page content, generated by LLM, focusing
on key information and describing the page content.

images

image_caption The caption of this image, empty string if not found.

image_summary A brief summary of the image, generated by LLM, focusing on key
information and describing the image.

bounding_box

The bounding box of the figure in the format [x0, y0, w, h], where
(x0, y0) represents the coordinates of the top-left corner and (w, h)
represents the width and height which are used to determine the
shape of the rectangle. The cropped image is encoded.

tables

table_caption Caption of the table, showing key information of the table.

table_content The content of the table in html format.

table_summary A brief summary of the table content generated by LLM, focusing
on key information and describing the table content.

bounding_box
The bounding box of the table in the format [x0, y0, w, h], where
(x0, y0) represents the coordinates of the top-left corner and (w, h)
represents the width and height. The cropped image is encoded.

sections

section_title The title of the current section.

section_content The text content of the current section.

section_summary A brief summary of the section content generated by LLM, focusing
on key information and describing the section content.

chunks text_content The text content of the current chunk.

equations equation_content Content of the equation in latex format.

reference reference_content Text content of each reference.

Table 12: The checklist of all encodable columns with their descriptions.
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F Prompt Template

This section presents the detailed structure of the prompts used in various agent baselines (Figure 4),
outlining the components that shape the agent’s interactions and reasoning process. The overall prompt
template includes the following five key components.

Overall Prompt Composition

[System Prompt]: Defines the agent’s role and describes the task to tackle, clarifying the context of the task.
- - - -
[Action and Observation Space Prompt]: Defines the list of all feasible actions that the agent can take, including the
action description, observation space, syntax and parameters, and use cases for each type. The detailed specification varies
depending on the action format.
- - - -
[Interaction Framework Prompt]: Outlines the main interaction procedure and template.
- - - -
[Hint Prompt]: Provides hints or suggestions to help the agent refine its planning and reasoning process.
- - - -
[Task Prompt]: Defines the task input, usually including the input question, required answer format, retrieved context,
database schema, vectorstore schema and operators.

F.1 System Prompt
The system prompt is used to define the ultimate goal that agents should achieve, the environment (if
exists) that agents can interact with and the expected agent behavior to conduct. Notice that, the prompts
for different agent baselines differ from each other.

System Prompts for Different Agent Baselines

For NeuSym-RAG:
You are an intelligent agent with expertise in retrieving useful context from both the DuckDB database and the Milvus
vectorstore through SQL execution and similarity search and answering user questions. You will be given a natural
language question concerning PDF files, along with the schema of both the database and the vectorstore. Your ultimate
goal is to answer the input question with pre-defined answer format. The DuckDB database contains all parsed content of
raw PDF files, while the Milvus vectorstore encodes specific column cells from the database as vectors. You can predict
executable actions, interact with the hybrid environment (including database and vectorstore) across multiple turns, and
retrieve necessary context until you are confident in resolving the question.
- - - -
## Task Description
Each input task consists of the following parts:
[Question]: A natural language question from the user regarding PDF files, e.g., Is there any ...?
[Answer Format]: Specifies the required format of the final answer, e.g., the answer is Ÿesör N̈oẅithout punctuation.
[Database Schema]: A detailed serialized schema of the DuckDB database for reference when generating SQL queries. It
includes 1) tables, 2) columns and their data types, 3) descriptions for these schema items, and 4) primary key and foreign
key constraints.
[Vectorstore Schema]: A detailed serialized schema of the Milvus vectorstore for reference when generating executable
retrieval actions with specific parameters. It includes 1) collections, 2) fields, 3) encodable (table, column) pairs in the
relational database where the vectorized content originates, and 4) grammar for valid filter rules.

For Classic RAG:
You are intelligent agent who is expert in answering user questions based on the retrieved context. You will be given a
natural language question concerning a PDF file, and your task is to answer the input question with predefined output format
using the relevant information.

For Two-stage Neu-RAG:
[Stage 1] You are intelligent agent who is expert in predicting a well-formed retrieval action to search useful information
to answer the user question. You will be given a natural language question concerning a PDF file and a vectorstore schema
which defines all usable collections and fields in them. The vectorized contents in the vectorstore all come from cell values in
another relational database which stores the parsed content of the PDF files. And your task is to predict a parametrized
retrieval action to find useful information based on vector similarity search. Please refer to the concrete vectorstore schema
to produce a valid retrieval action.
[Stage 2] You are intelligent agent who is expert in answering user question given the retrieved context. You will be
given a natural language question concerning a PDF file and the retrieved context. Your task is to predict the final answer
based on given question and context. Please refer to the answer format to produce the valid answer.
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System Prompt

For Iterative Classic RAG and Iterative Neu-RAG:
You are intelligent agent who is expert in retrieving useful context from the vectorstore based on similarity search and
answering user questions. You will be given a natural language question concerning a PDF file and a vectorstore schema
of Milvus, and your ultimate task is to answer the input question with pre-defined output format. The Milvus vectorstore
encodes various context from the parsed PDF in multi-views. You can predict executable actions, interact with the vectorstore
in multiple turns, and retrieve desired context to help you better resolve the question.
- - - -
## Task Description
Each input task consists of the following parts:
[Question]: A natural language question from the user regarding PDF files, e.g., Is there any ...?
[Answer Format]: Specifies the required format of the final answer, e.g., the answer is “Yes” or “No” without punctuation.
[Vectorstore Schema]: A detailed serialized schema of the Milvus vectorstore for reference when generating executable
retrieval actions with specific parameters. It includes 1) collections, 2) fields, 3) encodable (table, column) pairs in the
relational database where the vectorized content originates, and 4) grammar for valid filter rules.

For Two-stage Sym-RAG:
[Stage 1] You are intelligent agent who is expert in writing SQL programs to retrieve useful information. You will be
given a natural language question concerning a PDF file and a database schema which stores the parsed PDF content, and
your task is to predict SQL to retrieve content from the database. Please refer to the concrete database schema to produce the
valid SQL.
[Stage 2] the same as method Two-stage Neu-RAG

For Iterative Sym-RAG:
You are intelligent agent who is expert in leveraging SQL programs to retrieve useful information and answer user
questions. You will be given a natural language question concerning a PDF file and a database schema of DuckDB which
stores the parsed PDF content, and your ultimate task is to answer the input question with predefined output format. You can
predict intermediate SQLs, interact with the database in multiple turns, and retrieve desired information to help you better
resolve the question.
- - - -
## Task Description
Each input task consists of the following parts:
[Question]: A natural language question from the user regarding PDF files, e.g., Is there any ...?
[Answer Format]: Specifies the required format of the final answer, e.g., the answer is Ÿesör N̈oẅithout punctuation.
[Database Schema]: A detailed serialized schema of the DuckDB database for reference when generating SQL queries. It
includes 1) tables, 2) columns and their data types, 3) descriptions for these schema items, and 4) primary key and foreign
key constraints.

For Hybrid-RAG:
[Stage 1] You are intelligent agent who is expert in predicting a well-formed retrieval action to search useful information
to answer the user question. You will be given a natural language question concerning a PDF file, a database schema
which stores the parsed PDF content, and a vectorstore schema which defines all usable collections and fields in them. The
vectorized contents in the vectorstore all come from cell values in the database. And your task is to predict a parametrized
retrieval action to find useful information. Please refer to the concrete schema to produce a valid retrieval action.
[Stage 2] the same as methods Two-stage Neu-RAG and Two-stage Sym-RAG

F.2 Action and Observation Space Prompt
In total, there are 5 actions (see § 2.4.1) for the proposed NeuSym-RAG framework. We choose the
RETRIEVEFROMVECTORSTORE action as an example, and serialize it in JSON format below:

Action and Observation Space Prompt for NeuSym-RAG (JSON format)

## Action and Observation Space
All allowable action types include [“RetrieveFromVectorstore”, “RetrieveFromDatabase”, “CalculateExpr”,
“ViewImage”, “GenerateAnswer”]. Here is the detailed specification in JSON format for them:

### Action Type
RetrieveFromVectorstore

### Description
Given a query text, retrieve relevant context from the Milvus vectorstore. Please refer to the schema of different collections
and fields for each stored data entry.

### Observation
The observation space is the retrieved top-ranked entries from the Milvus vectorstore based on input parameters.
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Action and Observation Space Prompt for NeuSym-RAG (JSON format) – continued

### Syntax and Parameters (JSON Format)
{

"action_type": "RetrieveFromVectorstore",
"parameters": {

"query": {
"type": "str",
"required": true,
"description": "This query will be encoded and used to search for relevant context.

You can rephrase the user question to obtain a more clear and structured requirement."
},
"collection_name": {

"type": "str",
"required": true,
"description": "The name of the collection in the Milvus vectorstore to search for

relevant context. Please ensure the collection does exist in the vectorstore."
},

"table_name": {
"type": "str",
"required": true,
"description": "The table name is used to narrow down the search space. And it will

be added to the filter condition. Please ensure this table has encodable columns."
},
"column_name": {

"type": "str",
"required": true,
"description": "The column name is used to narrow down the search space. And it will

be added to the filter condition. Please ensure it is encodable in `table_name`."
},
"filter": {

"type": "str",
"required": false,
"default": "",
"description": "The filter condition to narrow down the search space. Please refer to

the syntax of filter rules. By default, it is empty. It is suggested to restrict
`primary_key`, `pdf_id`, or `page_number` to refine search results."

},
"limit": {

"type": "int",
"required": false,
"default": 5,
"description": "The number of top-ranked context to retrieve. Please ensure that it is a

positive integer. And extremely large limit values may be truncated."
}

}
}

### Use Cases (JSON Format)

#### Case 1
Search the Mivlus collection text_bm25_en, which use BM25 sparse embeddings, with the filter condition “table_name ==
’chunks’ and column_name == ’text_content’ and pdf_id == ’12345678’ and page_number == 1” to restrict
the content source and return the top 10 relevant entries.
[Action]:
{"action_type": "RetrieveFromVectorstore", "parameters": {"query": "Does this paper discuss LLM-based

agent on its first page?", "collection_name": "text_bm25_en", "table_name": "chunks",
"column_name": "text_content", "filter": "pdf_id == '12345678' and page_number == 1", "limit": 10}}

#### Case 2
... more cases in JSON format ...

- - - -

... specification for other types of actions, the prompt can be easily inferred ...
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F.2.1 Syntax and Parameters for Other Action Types (JSON Format)
This subsection formally describes the syntax and parameters for the other 4 action types, including
RETRIEVEFROMDATABASE, CALCULATEEXPR, VIEWIMAGE, GENERATEANSWER.

1 {
2 "action_type": "RetrieveFromDatabase",
3 "parameters": {
4 "sql": {
5 "type": "str",
6 "required": true ,
7 "description": "The concrete DuckDB SQL query to execute and retrieve

↪→ results."
8 }
9 }

10 },
11 {
12 "action_type": "CalculateExpr",
13 "parameters": {
14 "expr": {
15 "type": "str",
16 "required": true ,
17 "description": "The expression to calculate , e.g., '13 * 42'."
18 }
19 }
20 },
21 {
22 "action_type": "ViewImage",
23 "description": "You can retrieve the visual information of the paper by taking

↪→ this action. Please provide the paper id, the page number , and the
↪→ optional bounding box.",

24 "observation": "The observation space is the image that you want to view. We
↪→ will show you the image according to your parameters. The error message
↪→ will be shown if there is any problem with the image retrieval.",

25 "parameters": {
26 "paper_id": {
27 "type": "str",
28 "required": true ,
29 "description": "The paper id to retrieve the image."
30 },
31 "page_number": {
32 "type": "int",
33 "required": true ,
34 "description": "The page number (starting from 1) of the paper to

↪→ retrieve the image."
35 },
36 "bounding_box": {
37 "type": "List[float]",
38 "required": false ,
39 "default": [],
40 "description": "The bounding box of the image to retrieve. The format

↪→ is [x_min , y_min , delta_x , delta_y ]. The complete PDF page will
↪→ be retrieved if not provided."

41 }
42 }
43 },
44 {
45 "action_type": "GenerateAnswer",
46 "parameters": {
47 "answer": {
48 "type": "Any",
49 "required": true ,
50 "description": "The final answer to the user question. Please adhere to

↪→ the answer format for the current question."
51 }
52 }
53 }

Listing 5: Syntax and Parameters of JSON Format for Other Action Types in NeuSym-RAG
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Note that, except for the Classic RAG baseline, which has no action space, the feasible action types
differ among the other baselines described in Figure 4:

• Iterative Classic RAG: it only accepts the RETRIEVEFROMVECTORSTORE and GENERATEAN-
SWER actions. For the former one, we further fix the perspective to be “chunks.text_content” and
the collection to text embedding model all-MiniLM-L6-v2;

• Two-stage Neu-RAG: it only accepts action RETRIEVEFROMVECTORSTORE at the first stage;

• Iterative Neu-RAG: all available action types during the iterative neural retrieval includes
[RETRIEVEFROMVECTORSTORE, CALCULATEEXPR, VIEWIMAGE, GENERATEANSWER ];

• Two-stage Sym-RAG: it only accepts action RETRIEVEFROMDATABASE at the first stage;

• Iterative Sym-RAG: all available action types during the iterative symbolic retrieval includes
[RETRIEVEFROMDATABASE, CALCULATEEXPR, VIEWIMAGE, GENERATEANSWER ];

• Hybrid-RAG: it accepts both actions RETRIEVEFROMVECTORSTORE and RETRIEVEFROM-
DATABASE at the first stage, and no action at the second stage.

F.2.2 Other Action Formats Apart From JSON
This subsection introduces other serialized action formats apart from JSON, namely MARKDOWN, XML
and YAML. Take action RETRIEVEFROMVECTORSTORE as an example (others can be easily inferred):

MARKDOWN Format
### Syntax and Parameters (MARKDOWN Format)

RetrieveFromVectorstore(query: str, collection_name: str, table_name: str, column_name: str, filter:
str = '', limit: int = 5)

- query: str, required. The query text will be encoded and used to search for relevant context.
You can rephrase the user question to obtain a more clear and structured requirement.

- collection_name: str, required. The name of the collection in the Milvus vectorstore to
search for relevant context. Please ensure the collection does exist in the vectorstore.

- table_name: str, required. The table name is used to narrow down the search space. And it
will be added to the filter condition. Please ensure this table has encodable columns.

- column_name: str, required. The column name is used to narrow down the search space. And it
will be added to the filter condition. Please ensure it is encodable in `table_name`.

- filter: str, optional, default to ''. The filter condition to narrow down the search space.
Please refer to the syntax of filter rules. By default, it is empty. It is suggested to
restrict `primary_key`, `pdf_id`, or `page_number` to refine search results.

- limit: int, optional, default to 5. The number of top-ranked context to retrieve. Please
ensure that it is a positive integer. And extremely large limit values may be truncated.

### Use Cases (MARKDOWN Format)

#### Case 1
Search the Mivlus collection text_bm25_en, which use BM25 sparse embeddings, with the filter condition “table_name ==
’chunks’ and column_name == ’text_content’ and pdf_id == ’12345678’ and page_number == 1” to restrict
the content source and return the top 10 relevant entries.
[Action]:
RetrieveFromVectorstore(query="Does this paper discuss LLM-based agent on its first page?",

collection_name='text_bm25_en', table_name='chunks', column_name='text_content',
filter="pdf_id == '12345678' and page_number == 1", limit=10)

#### Case 2
Perform a vector-based similarity search on all cell values from the ‘abstract‘ column in the ’metadata’ table in the
database, using the MiniLM-L6-v2 setence transformer embeddings. By default, the top 5 most relevant entries will be
returned.
[Action]:
RetrieveFromVectorstore(query="Is there any work about the topic structured RAG?", collection_name=

'text_sentence_transformers_all_minilm_l6_v2', table_name='metadata', column_name='abstract')

#### Case 3
.. more cases in MARKDOWN format ...
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XML Format
### Syntax and Parameters (XML Format)

<action>
<action_type>RetrieveFromVectorstore</action_type>
<parameters>

<query>
<type>str</type>
<required>true</required>
<description>The query text will be encoded and used to search for relevant context.
You can rephrase the original user question to obtain a more clear and structured query
requirement.</description>

</query>
<collection_name>

<type>str</type>
<required>true</required>
<description>The collection name in the Milvus vectorstore to search for relevant
context. Please ensure the collection does exist in the vectorstore.</description>

</collection_name>
<table_name>

<type>str</type>
<required>true</required>
<description>The table name is used to narrow down the search space. It will be added
to the filter condition. Please ensure this table has encodable columns.</description>

</table_name>
<column_name>

<type>str</type>
<required>true</required>
<description>The column name is used to narrow down the search space. It will be added
to the filter condition. Please ensure it is encodable in `table_name`.</description>

</column_name>
<filter>

<type>str</type>
<required>false</required>
<default></default>
<description>The filter condition to narrow down the search space. Please refer to the
syntax of filter rules. By default, it is empty. It is suggested to restrict `pdf_id`,
`page_number`, or `primary_key` to refine search results.</description>

</filter>
<limit>

<type>int</type>
<required>false</required>
<default>5</default>
<description>The number of top-ranked context to retrieve. Please ensure that it is a
positive integer. And extremely large limit values may be truncated.</description>

</limit>
</parameters>

</action>

### Use Cases (XML Format)

#### Case 1
Search the Mivlus collection text_bm25_en, which use BM25 sparse embeddings, with the filter condition “table_name ==
’chunks’ and column_name == ’text_content’ and pdf_id == ’12345678’ and page_number == 1” to restrict
the content source and return the top 10 relevant entries.
[Action]:
<action><action_type>RetrieveFromVectorstore</action_type><parameters><query>Does this paper discuss
LLM-based agent on its first page?</query><collection_name>text_bm25_en</collection_name>
<table_name>chunks</table_name><column_name>text_content</column_name><filter>pdf_id == '12345678'
and page_number == 1</filter><limit>10</limit></parameters></action>

#### Case 2
.. more cases in XML format ...
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YAML Format
### Syntax and Parameters (YAML Format)

action_type: RetrieveFromVectorstore
parameters:

query:
type: str
required: true
description: The query text will be encoded and used to search for relevant context. You

can rephrase the user question to obtain a more clear and structured requirement.
collection_name:

type: str
required: true
description: The name of the collection in the Milvus vectorstore to search for relevant

context. Please ensure the collection does exist in the vectorstore.
table_name:

type: str
required: true
description: The table name is used to narrow down the search space. It will be added to

the filter condition. Please ensure this table has encodable columns.
column_name:

type: str
required: true
description: The column name is used to narrow down the search space. It will be added to

the filter condition. Please ensure it is encodable in `table_name`.
filter:

type: str
required: false
default: ''
description: The filter condition to narrow down the search space. Please refer to the

syntax of filter rules. By default, it is empty. It is suggested to restrict `pdf_id`,
`page_number` or `primary_key` to refine search results.

limit:
type: int
required: false
default: 5
description: The number of top-ranked context to retrieve. Please set it to

a positive integer to limit the number of returned results. Extremely
large limit values may be truncated.

### Use Cases (YAML Format)

#### Case 1
Search the Mivlus collection text_bm25_en, which use BM25 sparse embeddings, with the filter condition “table_name ==
’chunks’ and column_name == ’text_content’ and pdf_id == ’12345678’ and page_number == 1” to restrict
the content source and return the top 10 relevant entries.
[Action]:
action_type: RetrieveFromVectorstore
parameters:

query: Does this paper discuss LLM-based agent on its first page?
collection_name: text_bm25_en
table_name: chunks
column_name: text_content
filter: pdf_id == '12345678' and page_number == 1
limit: 10

#### Case 2
.. more cases in YAML format ...

F.2.3 Observation Format

In this subsection, we discuss different observation formats to organize the retrieved entries. The execution
result of action RETRIEVEFROMDATABASE naturally forms a table. While for action RETRIEVE-
FROMVECTORSTORE, we extract the text field for text type and the bounding_box field for image type
respectively, and also concatenate the top-K entries as a table. We support the following 4 observation
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formats to serialize the table-stye observation: MARKDOWN, JSON, STRING, and HTML.
Take the RETRIEVEFROMDATABASE action as an example, the SQL query to execute is:

select title, pub_year from metadata where conference_abbreviation = ’ACL’ limit 3;

Then, the returned observation texts in different formats are:

Observation in MARKDOWN Format
+-----------------------------------------------------------+----------+
| title | pub_year |
+-----------------------------------------------------------+----------+
| ContraCLM: Contrastive Learning For Causal Language Model | 2023 |
| Mitigating Label Biases for In-context Learning | 2023 |
| mCLIP: Multilingual CLIP via Cross-lingual Transfer | 2023 |
+-----------------------------------------------------------+----------+

In total, 3 rows are displayed in MARKDOWN format.

Observation in JSON Format
{"title":"ContraCLM: Contrastive Learning For Causal Language Model","pub_year":2023}
{"title":"Mitigating Label Biases for In-context Learning","pub_year":2023}
{"title":"mCLIP: Multilingual CLIP via Cross-lingual Transfer","pub_year":2023}

In total, 3 rows are displayed in JSON format.

Observation in STRING Format
title pub_year

ContraCLM: Contrastive Learning For Causal Language Model 2023
Mitigating Label Biases for In-context Learning 2023

mCLIP: Multilingual CLIP via Cross-lingual Transfer 2023

In total, 3 rows are displayed in STRING format.

Observation in HTML Format
<table border="1" class="dataframe">
<thead>
<tr style="text-align: right;">

<th>title</th>
<th>pub_year</th>

</tr>
</thead>
<tbody>
<tr>

<td>ContraCLM: Contrastive Learning For Causal Language Model</td>
<td>2023</td>

</tr>
<tr>

<td>Mitigating Label Biases for In-context Learning</td>
<td>2023</td>

</tr>
<tr>

<td>mCLIP: Multilingual CLIP via Cross-lingual Transfer</td>
<td>2023</td>

</tr>
</tbody>

</table>

In total, 3 rows are displayed in HTML format.

F.3 Interaction Framework Prompt

This section describes the interaction framework for iterative retrieval methods. For Classic and Two-stage
RAG baselines, this part is omitted. We follow the popular ReAct framework (Yao et al., 2023) to
encourage stepwise thought process before predicting actions.
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Interaction Framework Prompt

## Interaction Framework
The main interaction procedure proceeds like this:

- - - -

[Thought]: reasoning process, why to take this action
[Action]: which action to take, please strictly conform to the action specification
[Observation]: execution results or error message after taking the action

... more interleaved triplets of ([Thought], [Action], [Observation]) ...

[Thought]: reasoning process to produce the final answer
[Action]: the terminal action `GenerateAnswer`, there is no further observation

- - - -

In general, the main interaction loop consists of an interleaved of triplets ([Thought], [Action], [Observation]),
except the last `GenerateAnswer`action which does not have "[Observation]:". You need to predict the "[Thought]:
..." followed by the "[Action]: ..." for each turn, and we will execute your action in the environment and provide the
"[Observation]: ..." for the previous action.

F.4 Hint Prompt

This type of prompt provides a list of hints to guide the interaction. It highlights best practices for
information retrieval, iterative refinement, and sequential decision-making throughout the task-solving
process. It is highly customizable and can be easily extended to accommodate LLM prediction errors.
Therefore, we only provide one demonstration example for the complete NeuSym-RAG framework.

Hint Prompt for NeuSym-RAG

## Suggestions or Hints for Agent Interaction

1. Explore multiple retrieval strategies. For example:
- Experiment with different (table, column) pairs to extract diverse types of information.
- Query various embedding models (collections) to find the most relevant context.

2. Combine both structured and unstructured data. Concretely:
- Use SQL queries to retrieve precise facts and structured data. Pay special attention to morphological variations in cell
values.
- Perform similarity searches in the vectorstore to capture semantic relationships and hidden insights.

3. Iterate and refine:
- If SQL execution result is not satisfactory, try alternative SQL queries to explore the database content carefully.
- If the vector-based neural retrieval is insufficient, try alternative approaches or parameter settings.
- Use your findings to validate or enrich the final response.

4. Ensure confidence. That is, only make a final decision when you are confident that the retrieved information
fully addresses the user’s query.

F.5 Task Prompt

The task prompt defines the concrete input for the current user question, which should at least include:
1) the user input question, 2) the answer format, and 3) the database or vectorstore schema (if needed).
Following Nan et al. (2023), we use the code representation format for database schema and incorporate
schema descriptions to enhance the schema linking. As for the vectorstore schema, we introduce 1) all
available collections, 2) fields for each stored data entry, 3) encodable (table, column) pairs from the
corresponding DuckDB, and 4) valid operators to use in the filter condition during vector search. We
only present one input case for NeuSym-RAG, while the task prompt for other methods can be easily
inferred depending on whether the database or vectorstore will be integrated as the backend environment.
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Task Prompt for NeuSym-RAG

Remember that, for each question, you only have 20 interaction turns at most. Now, let’s start!
[Question]: What are the main questions that this paper tries to resolve or answer?"
[Answer Format]: Your answer should be a Python list of text strings, with each element being one critical problem that this
paper analyzes, e.g., ["question 1", "question 2", ...].
[Database Schema]: The database schema for “ai_research” is as follows:

/* database ai_research: This database contains information about AI research papers. Each PDF file is
represented or parsed via different views, e.g., pages, sections, figures, tables, and references.
We also extract the concrete content inside each concrete element via OCR. */

/* table metadata: This table stores metadata about each paper. */
CREATE TABLE IF NOT EXISTS metadata (

paper_id UUID, -- A unique identifier for this paper.
title VARCHAR, -- The title of this paper.
abstract VARCHAR, -- The abstract of this paper.
pub_year INTEGER, -- The year when this paper was published.
... [more columns with their data types and descriptions, omitted] ...
PRIMARY KEY (paper_id)

);
... [the remaining tables and columns using the CREATE statement] ...

[Vectorstore Schema]: The vectorstore schema for ai_research is as follows. You can try collections with different
encoding models or modalities:

[
{

"collection_name": "text_bm25_en",
"description": "This collection is used to store the sparse embeddings generated by the

BM25 model for all encodable text content in another relational database. The semantic
search is based on field `vector` with metric inner-product (IP).",

"fields": [
{"name": "vector", "dtype": "SPARSE_FLOAT_VECTOR", "desc": "attained by BM25 model"},
{"name": "text", "dtype": "VARCHAR", "desc": "cell value from the database"},
{"name": "pdf_id", "dtype": "VARCHAR", "desc": "unique id of the PDF file"},
{"name": "page_number", "dtype": "INT16", "desc": "source page of the `text` field"},
{"name": "table_name", "dtype": "VARCHAR", "desc": "source table of `text` field"},
{"name": "column_name", "dtype": "VARCHAR", "desc": "source column of `text` field"},
{"name": "primary_key", "dtype": "VARCHAR", "desc": "primary key value for the row

that contains the `text` field in the relational database"}
]

},
{

"collection_name": "text_sentence_transformers_all_minilm_l6_v2",
"description": "This collection is used to store the embeddings generated by the model

MiniLM-L6-v2 model for all encodable text content in another relational database. The
semantic search is based on field `vector` with metric COSINE.",

"fields": "The fields of this collection are the same as those in `text_bm25_en`."
},
... [other collections with their fields] ...

]

Here are all encodable (table_name, column_name) tuples from the corresponding DuckDB database, where the encoded
vector entries are sourced. Different columns together provide multiple perspectives for vector search.

[("metadata", "title"), ("metadata", "abstract"), ... [more encodable (table, column) pairs] ...]

Here are the operators that you can use in the filter parameter for RetrieveFromVectorstore action:

[
{

"symbol": "and",
"example": "expr1 and expr2",
"description": "True if both expr1 and expr2 are true."

},
{

"symbol": "+",
"example": "a + b",
"description": "Add the two operands."

},
... [more operators with detailed description] ...

]
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